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Introduction 

In this document, we will prepare, install, and configure a Software in the Loop (SITL) environment 
and deploy a custom Python application to the UAV that was assembled in DIY Hexacopter: 
Assembly and Basic Configuration. Unlike the previous guide, there is no physical assembly here. 
Instead, we will focus on the software necessary to properly write, test, and deploy an offboard API 
to the UAV. 
 
The diagram below shows the major components of the UAV and their communication channels. 
The items shaded in black are expected to have already been completed. 
 

 
Figure 1 A diagram showing the major components of the UAV and connected Ground Station 

 



 

5 
 

DIY Hexacopter Development Environment 
 

Configure the SITL Testbed 

Before we deploy custom code to a very expensive and powerful flying machine, we must thoroughly 
test it in a simulated environment. This will ensure that it behaves as expected. Fortunately, there is 
a large community of DIY drone developers that have created a number of tools that will give us a 
robust testbed on which to validate our code. This is called Software in the Loop (SITL), since there 
is no actual flight controller hardware involved. 

Deploy the Virtual Machines 
In this environment, the virtual machines are hosted in a VMWare vSphere environment. The 
process to create the virtual machines in VMWare Workstation Pro, Proxmox VE, and other 
solutions should be nearly identical. You can (and should) deviate from these instructions so that the 
environment fits your needs. For example, a developer using a Linux computer could run all of the 
tools on their own host machine, without needing a virtual environment at all. 

Create the Virtual Machine 
If you are replicating the environment shown at the beginning of this document, you will perform 
these steps twice; once for the SITL VM and once for the development VM. These instructions are 
derived from reference [1]. 
 
1. Download the latest versions of Ubuntu Server and Ubuntu Desktop and upload the .iso files to 

the vSphere datastore. 
2. In the appropriate directory, select Actions > New Virtual Machine… as shown in Figure 2. 
3. Select Create a new virtual machine as shown in Figure 3. 
4. Name the VM and select a folder for it to reside in as shown in Figure 4. 
5. Select a compute resource to host the VM (most likely, you will keep the default value) as shown 

in Figure 5. 
6. Select the storage policy as shown in Figure 6. Be sure to change the provisioning mode to Thin 

Provision to conserve storage space. 
7. Set the guest operating system type by selecting Linux as the OS Family and Ubuntu Linux 

(64-bit) as the OS Version as shown in Figure 7. 
8. Configure the VM’s hardware according to the following specifications: 

CPU  4 
Memory 8 GB 
Hard Drive 50 GB 
Video Card Auto-detect Settings 

9. For the CD drive, select Datastore ISO File as shown in Figure 8, then navigate to and select 
the Ubuntu Server ISO (for SITL VM) or Ubuntu Desktop ISO (for Development VM). Verify that 
the VM settings appear as shown in Figure 9, then click through the remaining steps in the 
configuration wizard. 

10. Power on the virtual machine by selecting the green triangle as shown in Figure 10. 
11. Navigate through the installation steps, keeping the default options selected. If possible, when 
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you get to the network configuration, statically assign the IP address to make it easier to 
remember where the MAVLink traffic will be routed to 1. 

12. After the installation is finished, select Reboot Now. 
a. In vSphere, remove the CD-ROM by selecting Actions (near the green triangle you selected 

to power on the VM) and then Edit Settings as shown in Figure 11. 
b. Revert the CD drive source to Client  Device as shown in Figure 12. 

13. Update the VM by opening a terminal and typing sudo apt update && sudo apt upgrade -y. 
14. Install Open VM Tools by entering sudo apt install open-vm-tools. 
15. For the SITL (Ubuntu Server) VM only, run the following commands to install a minimal GUI. 

a. When prompted, after entering the second command, select lightdm as shown in Figure 13. 
b. After starting the lightdm service in the fourth command, you will have to log back in. Select 

Terminator from the Show Applications menu at the bottom of the screen, as shown in 
Figure 14. Optionally, right-click it and select Add to Favorites. 

sudo apt install terminator nano -y 
sudo apt install lightdm tasksel net-tools inetutils-traceroute gnome-

tweaks -y 
sudo tasksel install xubuntu-desktop 
sudo service lightdm start 
sudo systemctl disable NetworkManager 

c. In the terminal, run gnome-tweaks. Navigate to Window Title Bars and enable the 
Maximize and Minimize buttons as shown in Figure 15. 

16. Save a snapshot of the VM so that it doesn’t need to be completely re-built in the event of an 
error in the future. Using VMWare Workstation Pro, select VM > Snapshot > Take Snapshot as 
shown in Figure 16. 

 

 
Figure 2 Selecting the New Virtual Machine… action 

 
Figure 3 Selecting Create a new virtual machine 

 
 
1 This is more important for the development VM than it is for the SITL VM, as QGroundControl and dronekit will both wait for traffic 
from the flight controller, and then send replies to the IP and port messages were received from. 
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Figure 4 Naming the VM and selecting a location 

 
Figure 5 Selecting the compute resource to host the VM 

 
Figure 6 Selecting the storage policy 

 
Figure 7 Selecting the operating system 

 
Figure 8 Selecting the storage policy 

 
Figure 9 Configuring the settings 
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Figure 10 Powering on the virtual machine 

 
Figure 11 Selecting the Edit Settings option 

 
Figure 12 Selecting the Client Device option 

 
Figure 13 Selecting the lightdm option 

 
Figure 14 Selecting the Terminator application 

 
Figure 15 Enabling the title bar buttons 
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Figure 16 Taking a snapshot of the clean install 

 

Configure the SITL VM 
The SITL VM will host the PX4_SITL firmware and the multirotor simulator, as well as MAVLink 
Router to relay messages from the virtual flight controller, ground control software, and the external 
API that will be hosted on the development VM. 

Install the PX4 SITL Technology Stack 
The PX4 firmware is hosted on GitHub. In this section, you will download it, update its 
dependencies, and select the correct version of the firmware you wish to modify. These instructions 
are derived from references [2], [3], [4], and [5]. 
 
1. Ensure that git is installed in your environment by entering sudo apt install git. 
2. Navigate to your working directory and download the PX4 source code and submodules with the 

following commands, then reboot the development machine: 

git clone https://github.com/PX4/PX4-Autopilot --recursive 
bash ./PX4-Autopilot/Tools/setup/ubuntu.sh 

3. Verify that the toolchain is installed by navigating to the PX4-Autopilot directory and entering the 
following command: HEADLESS=1 make px4_sitl gz_x500 2 3 and looking for output matching 
Figure 17. If everything is successful, you should be able to press Enter and receive a pxh> 
prompt. 

  

 
 
2 The HEADLESS parameter is necessary because the virtual machine it is running on does not have access to a GPU. If you are 
performing these steps on a traditional Linux computer and have access to a GPU, you can omit this parameter. 

3 If running Ubuntu 22.04 or older, use Gazebo Classic instead of Gazebo. There are additional configuration steps that have to be 
performed; refer to the PX4 Simulator documentation. 
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Install MAVLink Router 
During the initial configuration of the Raspberry Pi in DIY Hexacopter: Assembly and Basic 
Configuration, we used a Python package called MAVProxy to handle MAVLink messages 
between the flight controller and companion computer. For this implementation, we will instead use 
MAVLink Router, which performs essentially the same function but does not need to run inside a 
Python virtual environment. These instructions are derived from reference [6]. 
 
1. Navigate to your working directory. 
2. Ensure that the required packages are installed in your development environment with the 

following command: 

sudo apt install git meson ninja-build pkg-config gcc g++ system -y 

3. Download the source code and submodules, then build and install the application with the 
following commands: 

git clone https://github.com/mavlink-router/mavlink-router 
cd mavlink-router 
git submodule update --init --recursive 
meson setup build . 
ninja -C build 
sudo ninja -C build install 

Verify that MAVLink Router is installed by entering mavlink-routerd -h and looking for output 
matching Figure 18. 

Write Bash Scripts 
Writing and executing simple bash scripts will make starting and re-starting the simulation easier. 
 
1. Navigate to your home directory by entering cd ~/. 
2. Create a new file by entering touch simulator_start.sh. 

a. Open the file with nano simulator_start.sh (or your preferred text editor) 
b. Copy the text shown in Appendix A. Bash Scripts for SITL Startup: PX4 SITL Startup 

Script on page 18. 
c. Make the script executable by entering chmod +x simulator_start.sh. 

3. Create a new file by entering touch mavlink_router_start.sh. 
a. Open the file with nano mavlink_router_start.sh (or your preferred text editor) 
b. Copy the text shown in Appendix A. Bash Scripts for SITL Startup: MAVLink Router 

Startup Script (Development) on page 18. 
c. Make the script executable by entering chmod +x mavlink_router_start.sh. 

4. Test both scripts by entering ./simulator_start.sh and ./mavlink_router_start.sh and 
verifying that the terminal displays the expected output. 
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Configure Terminal 
Optionally, configure the terminal to minimize the amount of effort it takes to start or restart the SITL 
components. 
 
1. Open a Terminator window, and maximize it. 
2. Right-click anywhere in the main terminal output and select Split Vertically, then in the top 

partition, right-click again and select Split Horizontally. 
3. Double-click each of the red title bars and re-name them to the following: 

a. Top Left PX4 SITL 
b. Top Right MAVLink Router 
c. Bottom Working Terminal 

4. Launch the SITL and MAVLink Router bash scripts in the top left and top right windows, 
respectively. The bottom terminal is used for whatever additional commands you need to run. 

 
An example of this configuration with all components running is shown in Figure 19. 
 

 
Figure 17 Output showing the PX4-Autopilot toolchain 

 
Figure 18 Output showing the mavlink-routerd help 

 
Figure 19 Three-terminal layout for the SITL VM 
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Configure the Development VM 

Install Python 3.9 
At the time of writing, the dronekit package, which is at the core of our application, will only run on 
Python 3.9 and earlier. This version is so old that it had been removed from all common 
distributions, and the more recent versions have to be manually compiled from their source. 
 
In a Windows environment, the easiest solution is to download the latest version of the Python 3.9 
installer, which is version 3.9.13. Simply download and install it from the official web site. 
 
If using Linux, follow the instructions below which are derived from reference [7]. 
 
1. Navigate to your working directory. 
2. Ensure that the required packages are installed in your development environment with the 

following command: 

sudo apt-get install -y build-essential tk-dev libncurses5-dev 
libncursesw5-dev libreadline6-dev libdb5.3-dev libgdbm-dev libsqlite3-
dev libssl-dev libbz2-dev libexpat1-dev liblzma-dev zlib1g-dev libffi-
dev 

3. Download and extract the source code for Python 3.9.20 (the latest version at the time of 
writing). 

cd ~/Downloads 
wget https://www.python.org/ftp/python/3.9.20/Python-3.9.20.tgz 
sudo tar zxf Python-3.9.20.tgz 

4. Build and install this version of Python. 

cd Python-3.9.20 
sudo ./configure --enable-optimizations 
sudo make -j 4 4 
sudo make altinstall 

Regardless of your installation method, verify that Python 3.9 is installed on the system with 
python3.9 --version 5. Compare this output to python3 --version as shown in Figure 20. 
  

 
 
4 The -j 4 argument indicates the number of CPU cores available, which decreases the time it takes for this command to run. If you 
are not setting up the environment as written, or you encounter issues with this command, repeat it with the correct number of cores 
or without the -j argument (e.g. “sudo make”). 

5 The exact prompt used to access Python 3.9 may be different on your computer, depending on what versions of Python are 
previously installed. 
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Activate the Python 3.9 Virtual Environment 
Creating a virtual environment is trivial; the version that you use to instantiate the environment is the 
version that will be assigned to it. Developing the application in this environment will isolate it from 
the system’s default Python library, allowing you to continue using what is an otherwise obsolete 
version of Python. 
 
1. Navigate to your working directory, where your Python code will reside. 
2. Create the virtual environment with the following command: 

python3.9 -m venv [name-of-virtual-environment] 

3. Activate the virtual environment with one of the following commands, depending on your 
operating system: 
a. Windows: [name-of-virtual-environment]\Scripts\activate.bat 
b. Linux:  source [name-of-virtual-environment]/bin/activate 

4. Verify that the virtual environment is activated (the terminal prompt will be prefixed with your 
virtual environment name in parentheses) and contains an instance of Python 3.9 by entering the 
following command: python --version as shown in Figure 21. 

5. Deactivate the virtual environment with the following command: 
a. Windows: [name-of-virtual-environment]\Scripts\deactivate.bat 
b. Linux:  dectivate 

Install Required Software 
Install a copy of the ground control software, as well as a Python IDE, on the development machine. 
The instructions to install QGroundControl are derived from reference [8]. 
 
1. Navigate to your working directory. 
2. Prepare the development environment by running the following commands: 

sudo usermod -a -G dialout $USER 
sudo apt-get remove modemmanager -y 
sudo apt install gstreamer1.0-plugins-bad gstreamer1.0-libav gstreamer1.0-

gl -y 
sudo apt install libfuse2 -y 
sudo apt install libxcb-xinerama0 libxkbcommon-x11-0 libxcb-cursor-dev -y 

3. Log out and back in to force the permissions changes to take effect. 
4. Download the AppImage file from the link at the reference at the beginning of this section. 
5. Make the file executable by navigating to the directory where the file was downloaded and 

entering chmod +x QGroundControl.AppImage. 
6. Double click on the file, or execute it in the terminal by entering ./QGroundControl.AppImage 

as shown in Figure 22. 
 
Set up your Python development environment as you see fit. Popular IDEs include Visual Studio 
Code and PyCharm. 
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Figure 20 Primary and alternate Python versions 

 
Figure 21 Activating and verifying the Python 3.9 venv 

 
Figure 22 Opening QGroundControl on Linux 
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Develop the Application 

Import a basic application that can be used to report some of the flight controller’s data. This is only 
meant as a proof of concept, and is intended to be a launchpad for your own custom applications. 
The code can be found in Appendix B. Basic Offboard API on page 20. When executed, the API 
will await a connection from the flight controller, and then retrieve some attributes from it every 
second until the connection is lost or the pilot terminates the program with Ctrl+C (a keyboard 
interrupt). 

Test the Application 
To run the application and see the output, perform the following steps: 
 
1. Save the application code in your working directory as main.py. Replace the IP address in the 

connection string (on the last line of the code) with either the VM’s IP address or 0.0.0.0. 
2. Activate the virtual environment according to the instructions in Activate the Python 3.9 Virtual 

Environment on page 13. 
3. After verifying that the correct version of Python is running (3.9.x), install the dronekit package 

by entering python -m pip install dronekit. 
4. Run the application with python main.py. The connection should time out after 30 seconds, 

and an error message should be printed to the screen. 
5. In the SITL VM, activate the PX4 simulator and mavlink router. 
6. Re-run the application and verify that you see output similar to Figure 23. 
 
Optionally, open QGroundControl and verify that it connects to the SITL flight controller. 
 

 
Figure 23 Output from the offboard API 
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Deploy the Application 
Once the code has been thoroughly tested on the simulator, it can be deployed to the real 
companion computer. In the previous document, we performed the minimum modifications 
necessary to test certain aspects of the environment. In this chapter, we will expand on this 
configuration to deploy our custom application. The companion computer will need to be powered on 
and connected to the Internet before completing this section. 
1. Access the companion computer’s terminal either directly or via SSH. 
2. Install MAVLink Router according to the instructions in Install MAVLink Router on page 10. 
3. Install Python 3.9 according to the instructions in Install Python 3.9 on page 12. Remove the -j 

argument from the make command when compiling the Python source code. 
4. Complete steps 1-3 according to the instructions in Test the Application on page 15. Replace 

the IP address in the connection string (on the last line of the code) with 127.0.0.1. 
5. Navigate to your home directory by entering cd ~/. 
6. Create a new file by entering touch api_start.sh. 

a. Open the file with nano api_start.sh (or your preferred text editor) 
b. Copy the text shown in Appendix A. Bash Scripts for SITL Startup: API Startup Script on 

page 19. 
c. Make the script executable by entering chmod +x api_start.sh. 

7. Create a new file by entering touch mavlink_router_start.sh. 
a. Open the file with nano mavlink_router_start.sh (or your preferred text editor) 
b. Copy the text shown in Appendix A. Bash Scripts for SITL Startup: MAVLink Router 

Startup Script (Production) on page 19. 
c. Make the script executable by entering chmod +x mavlink_router_start.sh. 

8. Test both scripts by entering ./api_start.sh 127.0.0.1 and ./mavlink_router_start.sh 
and verifying that the terminal displays the expected output 6. 

Test Flight 
This section assumes that you have set up the flight controller, companion computer, and ground 
control station laptop according to the instructions in DIY Hexacopter: Assembly and Basic 
Configuration. 
 
1. Connect the ground control station laptop to the companion computer via the Wi-Fi access point. 
2. Open two terminal windows and connect to the companion computer via SSH in each one. 
3. Open QGroundControl. 
4. In one terminal window, navigate to and activate the mavlink_router_start.sh script, 

providing the IP address of the ground control station laptop as an argument. 
5. Verify that QGroundControl receives data from the flight controller. 
6. After the mavlink-routerd application starts, in the second terminal window, activate the 

api_start.sh script. 
7. Verify that the API receives data from the flight controller. 

 
 
6 Note that api_start.sh takes the IP address of the ground control station laptop as an argument. For now, we are simply testing that 
the script functions, so providing it with localhost (127.0.0.1) is sufficient 
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An example of the ground control station laptop receiving data from the flight controller to both the 
API and QGroundControl is showin in Figure 24. In this example, the top left terminal is the API, the 
bottom left terminal is the MAVLink Router application, and QGroundControl is on the right. 
 

 
Figure 24 The ground control station receiving data to both QGroundControl and the offboard API 
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Appendix A. Bash Scripts for SITL Startup 

PX4 SITL Startup Script 
Modify the highlighted code to fit your environment. 
 

 

MAVLink Router Startup Script (Development) 
Modify the highlighted code to fit your environment. 
 

 
  

 
# Put the correct path to the PX4-Autopilot directory here 
cd ~/working_directory/PX4-Autopilot 
# These coordinates are to a flat, open space with little visual noise 
export PX4_HOME_LAT=39.962538 
export PX4_HOME_LON=-113.475976 
export PX4_ALT=28.5 
# Start the simulator in headless mode, which will not start the GUI 
export HEADLESS=1 
# Make the simulated vehicle 
make px4_sitl gz_x500 
 

 
# Put the correct IP address to the development VM in place of 192.168.1.100 
# Do not alter 127.0.0.1; it is the source of the messages being proxied 
#    14550 is the standard listening port for ground control software 
#    14540 is the standard listening port for external APIs 
mavlink-routerd -e 192.168.1.100:14550 -e 192.168.1.100:14540 127.0.0.1:14550 
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API Startup Script 
Modify the highlighted code to fit your environment. 
 

 

MAVLink Router Startup Script (Production) 
Modify the highlighted code to fit your environment. 
 

 

 
# Replace this with the path to the venv activation script 
source /path/to/venv/bin/activate 
# Print the Python version (should be 3.9.x) 
python –version 
# Replace this with the path to the API code 
cd /home/user/working_directory/ 
# Run the application 
python main.py 
# After the application stops, deactivate the virtual environment 
deactivate 
 

 
# Check if the script received exactly one argument 
if [ "$#" -ne 1 ]; then 
  echo "Usage: $0 [IP Address of Ground Control Station]" 
  exit 1 
fi 
# Extract the IP address from the argument 
IP_ADDRESS=$1 
# Run the mavlink-routerd command with the specified IP address 
# In this version, the offboard API is on localhost, so only 
#    the ground control listening port needs to be proxied 
#    externally. The external API port is proxied internally. 
# Note that the below code is all on one line 
# 115200 is the baud rate set in the assembly instructions 
mavlink-routerd --verbose -e 127.0.0.1:14540 -e "$IP_ADDRESS:14550" /dev/ttyAMA0:115200 
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Appendix B. Basic Offboard API 

Modify the highlighted code to fit your environment. This code is based on reference [9]. 
 

 

 
import dronekit 
import time 
 
def main(connection_string): 
    """Run the monitoring program.""" 
    try: 
        # Await a heartbeat from the flight controller 
        vehicle = dronekit.connect(connection_string, wait_ready = True) 
        print("Vehicle connected.") 
        # Run the event loop until it is closed by the pilot 
        event_loop(vehicle) 
        # Close vehicle object before exiting script 
        vehicle.close() 
        print("Vehicle disconnected.") 
    except dronekit.APIException: 
        print("Could not connect to vehicle.") 
 
def event_loop(vehicle): 
    """Run the event loop until the pilot interrupts it.""" 
    while True: 
        try: 
            # Print some attributes 
            print(f"GPS:            {vehicle.gps_0}") 
            print(f"Battery:        {vehicle.battery}") 
            print(f"Last Heartbeat: {vehicle.last_heartbeat}") 
            print(f"Is Armable?:    {vehicle.is_armable}") 
            print(f"System Status:  {vehicle.system_status.state}") 
            print(f"Mode:           {vehicle.mode.name}") 
            print() 
            time.sleep(1) 
        except KeyboardInterrupt: 
            break 
 
if __name__ == "__main__": 
    # The socket that the API will recieve data from 
    # Set the IP address to this host 
    main("udp:192.168.1.100:14540") 
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